4.1 UNDIRECTED GRAPHS

» graph API

» depth-first search

» breadth-first search

» connected components
» challenges
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Undirected graphs

Graph. Set of vertices connected pairwise by edges.

Why study graph algorithms?
e Interesting and broadly useful abstraction.

* Challenging branch of computer science and discrete math.
* Hundreds of graph algorithms known.
* Thousands of practical applications.




Protein-protein interaction network
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Reference: Jeong et al, Nature Review | Genetics



The Internet as mapped by the Opte Project

http://en.wikipedia.org/wiki/Internet
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Map of science clickstreams
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Kevin's facebook friends (Princeton network)
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10 million Facebook friends

facebook

"Visualizing Friendships" by Paul Butler




One week of Enron emails
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The evolution of FCC lobbying coalitions
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Framingham heart study

Figure 1. Largest Connected Subcomponent of the Social Network in the Framingham Heart Study in the Year 2000.

Each circle (node) represents one person in the data set. There are 2200 persons in this subcomponent of the social
network. Circles with red borders denote women, and circles with blue borders denote men. The size of each circle
is proportional to the person’s body-mass index. The interior color of the circles indicates the person’s obesity status:
yellow denotes an obese person (body-mass index, =30) and green denotes a nonobese person. The colors of the
ties between the nodes indicate the relationship between them: purple denotes a friendship or marital tie and orange
denotes a familial tie.

“The Spread of Obesity in a Large Social Network over 32 Years” by Christakis and Fowler in New England Journal of Medicine, 2007



Graph applications
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Graph terminology

Path. Sequence of vertices connected by edges.
Cycle. Path whose first and last vertices are the same.

Two vertices are connected if there is a path between them.

vertex

cycle of edge

length 5 \ l

path of
« length 4

N connected
Components

vertex of

degree 3 ™\




Some graph-processing problems

Path. Is there a path between s and ¢ ?
Shortest path. What is the shortest path between s and ¢ ?

Cycle. Is there a cycle in the graph?
Euler tour. Is there a cycle that uses each edge exactly once?
Hamilton tour. Is there a cycle that uses each vertex exactly once?

Connectivity. Is there a way to connect all of the vertices?
MST. What is the best way to connect all of the vertices?

Biconnectivity. Is there a vertex whose removal disconnects the graph?

Planarity. Can you draw the graph in the plane with no crossing edges?
Graph isomorphism. Do two adjacency lists represent the same graph?

Challenge. Which of these problems are easy? difficult? intractable?



» graph API



Graph representation

Graph drawing. Provides intuition about the structure of the graph.
Caveat. Intuition can be misleading.

two drawings of the same graph




Graph representation

Vertex representation.
e This lecture: use integers between 0 and V1.

» Applications: convert between names and integers with symbol table.

self loop parallel

& edges
Anomalies. .@‘llo




Graph APT

public class Graph

Graph (int V)
Graph (In in)
void addEdge (int v, int w)
Iterable<Integer> adj(int v)
int V()
int E()

String toString()

In in = new In(args[0]);
Graph G = new Graph(in) ;

for (int v = 0; v < G.V(); v++)
for (int w : G.adj(v))
StdOut.println(v + "-" + w);

create an empty graph with V vertices
create a graph from input stream
add an edge v-w
vertices adjacent to v
number of vertices
number of edges

string representation

read graph from

A

input stream

print out each

A

edge (twice)




Graph API: sample client

Graph input format.

tinyG. txt
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In in = new In(args[0]);
Graph G = new Graph(in) ;

for (int v = 0; v < G.V(); v++)
for (int w : G.adj(v))
StdOut.println(v + "-" + w);

ava Test tinyG. txt

A

A

read graph from
input stream

print out each
edge (twice)



Typical graph-processing code

compute the degree of v

public static int degree(Graph G, int v)
{
int degree = 0;
for (int w : G.adj(v)) degree++;
return degree;

compute maximum degree

compute average degree

}
public static int maxDegree(Graph G)
{

int max = 0;

for (int v = 0; v < G.VQO; v++)

if (degree(G, v) > max)
max = degree(G, v);

return max;
}
public static int avgDegree(Graph G)
{

return 2 * G.EQ / G.VQ;
}

count self-loops

public static int numberOfSelfLoops(Graph G)
{

int count = 0;
for (int v = 0; v < G.VQO; v++)
for (int w : G.adj(v))
if (v == w) count++;
return count/2;




Set-of-edges graph representation

Maintain a list of the edges (linked list or array).
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Adjacency-matrix graph representation

Maintain a fwo-dimensional V-by-V boolean array:

for each edge v—w in graph: adj[v][w] = adj[w][v] = true.

two entries

for each edge

12

11

10

10

11

12
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Adjacency-list graph representation

Maintain vertex-indexed array of lists.

QL

o
—
—

A\ N

O© 00 N O Ui o W N = O

BB
N R O

i KR 0 g 8 g B
\III Bag objects
=[]
~5
i Bl Kl El
~B o]
~o—{4]
~

> r;:pgesentatioc?s

1

\ of the same edge
~m-o-m
nEl
~[o—+12

~[a{9]

22



Adjacency-list graph representation: Java implementation

public class Graph
{

private final int V;
private Bag<Integer>[] adj;

public Graph (int V)
{
this.V = V;
adj = (Bag<Integer>[]) new Bag[V];
for (int v = 0; v < V; v++)
adj[v] = new Bag<Integer>() ;

public void addEdge (int v, int w)
{

adj[v] .add (w) ;

adj[w] .add(v) ;

public Iterable<Integer> adj(int v)
{ return adj[v]; }

A

adjacency lists
(using Bag data type)

create empty graph
with v vertices

add edge v-w

(parallel edges allowed)

iterator for vertices adjacent to v

23



Graph representations

In practice. Use adjacency-lists representation.

 Algorithms based on iterating over vertices adjacent to v.
 Real-world graphs tend to be "sparse.”

\ huge number of vertices,
small average vertex degree

sparse (E=200) dense (E =1000)

Two graphs (V = 50)

24



Graph representations

In practice. Use adjacency-lists representation.

 Algorithms based on iterating over vertices adjacent to v.
 Real-world graphs tend to be "sparse.”

\ huge number of vertices,
small average vertex degree

representation add edge edge between iteratg over vertices
v and w? adjacent to v?
list of edges E 1 E E
adjacency matrix V2 1~ 1 \Y,
adjacency lists E+V ] degree(v) degree(v)

* disallows parallel edges

25



» depth-first search
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Maze exploration

Maze graphs.

e Vertex = intersection.

» Edge = passage.
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Goal. Explore every intersection in the maze.

passage
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Trémaux maze exploration

Algorithm.

 Unroll a ball of string behind you.

e Mark each visited intersection and each visited passage.
» Retrace steps when no unvisited options.

=) =) =2
= A =&~
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Trémaux maze exploration

Algorithm.

 Unroll a ball of string behind you.

e Mark each visited intersection and each visited passage.
* Retrace steps when no unvisited options.

First use? Theseus entered labyrinth to kill the monstrous Minotaur;
Ariadne held ball of string.

Claude Shannon (with Theseus mouse)

29



Maze exploration

30
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Depth-first search

Goal. Systematically search through a graph.
Idea. Mimic maze exploration.

DFS (to visit a vertex v)

Mark v as visited.
Recursively visit all unmarked

vertices w adjacent to v.

Typical applications. [ahead]
* Find all vertices connected to a given source vertex.
e Find a path between two vertices.



Design pattern for graph processing

Design pattern. Decouple graph data type from graph processing.

public class Search

Search (Graph G, int s) find vertices connected to s

boolean marked(int v) is vertex v connected to s?

Typical client program.

e Create a Graph.

 Pass the craph to a graph-processing routine, e.g., search.
* Query the graph-processing routine for information.

Search search = new Search (G, s);
for (int v = 0; v < G.V(); v++)
if (search.marked(v))
StdOut.println(v) ; <

print all vertices
connected to s

33



Depth-first search (warmup)

marked[] adj[]

Goal. Find all vertices connected to s. @ ?% 1| 3ol
. . . 3 31542
Idea. Mimic maze exploration. J@¢®<@L s5l30
dfs(2) (0) (2) o|T 0215
. check 0
Algorithm. g
« Use recursion (ball of string). O =0 e
e Mark each visited vertex. ! ehek 0 ?\EZ’? 01T 933°
check 2 2T 2 134
one 3 31542
e Return (retrace steps) when no te J@/ \@L AR
unvisited options. 4Fs(3) e
17T 1
M I
5
Data structure. S
o o . dfs(5)
* boolean[] marked fo mark visited vertices. check 3 A
! gzﬁgk 0 E@Dz 30T 3. 542
sit 5130
| ehenk 3 0|1 9|15
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2 done
check 1
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Depth-first search (warmup)

public class DepthFirstSearch
{

private boolean[] marked;

A

public DepthFirstSearch (Graph G, int s)

{

marked = new boolean[G.V ()]
dfs (G, s);

private void dfs (Graph G, int v)
{
marked[v] = true;
for (int w : G.adj(v))
if ('marked|[w])
dfs (G, w);

public boolean marked (int v)
{ return marked[v]; }

AN

A

A

marked[v] = true
if v.connected to s

constructor marks
vertices connected to s

recursive DFS does the work

client can ask whether
vertex v is connected to s

35



Depth-first search properties

Proposition. DFS marks all vertices connected to s in time proportional to
the sum of their degrees.

Pf. source set of marked
) vertices
* Correctness:

- if w marked, then w connected to s (why?)
- if w connected to s, then w marked
(if w unmarked, then consider last edge

no such edge

set of «— can exist

unmarked

vertices “a_

on a path from s to w that goes from a
marked vertex to an unmarked one)

e Running time: each vertex
connected to s is visited once.




Depth-first search application: preparing for a date
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Depth-first search application: flood fill

Challenge. Flood fill (Photoshop magic wand).
Assumptions. Picture has millions to billions of pixels.

38



Depth-first search application: flood fill
Change color of entire blob of neighboring red pixels to blue.

Build a grid graph.

* Vertex: pixel.

« Edge: between two adjacent red pixels.
 Blob: all pixels connected to given pixel.

\ recolor red blob to blue
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Depth-first search application: flood fill
Change color of entire blob of neighboring red pixels to blue.

Build a grid graph.

* Vertex: pixel.

« Edge: between two adjacent red pixels.
 Blob: all pixels connected to given pixel.

\ recolor red blob to blue

40



Paths in graphs

Goal. Does there exist a path from s to ¢ ?
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Paths in graphs: union-find vs. DFS

Goal. Does there exist a path from s to ¢ ?

ﬂ

union-find V +Elog*V log* VvV 1

DFS E+V

Union-find. Can intermix connected queries and edge insertions.

Depth-first search. Constant time per query.

42



Pathfinding in graphs

Goal. Does there exist a path from s o ¢? If yes, find any such path.
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Pathfinding in graphs

Goal. Does there exist a path from s to ¢? If yes, find any such path.

public class Paths

Paths (Graph G, int s) find paths in G from source s
boolean hasPathTo (int v) is there a path from s to v?
Iterable<Integer> pathTo(int v) path from s to v; null if no such path

Union-find. Not much help.
Depth-first search. After linear-time preprocessing, can recover path itself
in time proportional fo its length. \

easy modification
(stay tuned)
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Depth-first search (pathfinding)

Goal. Find paths to all vertices connected
to a given source s.
Idea. Mimic maze exploration.

Algorithm.
» Use recursion (ball of string).
e Mark each visited vertex by keeping
» track of edge taken to visit it.
e Return (retrace steps) when
no unvisited options.

Data structures.

e boolean[] marked to mark visited vertices.

* int[] edgeTo to keep tree of paths.
* (edgeTo[w] == v) means that edge vV-w
was taken to visit w the first time

dfs(0)

dfs(2)
check 0

K

dfs(1)
check 0
check 2
1 done

NH

dfs(3)

\

7 17

dfs(5)
check 3
check 0
5 done

N

w wWN

dfs(4)
check 3
check 2

4 done

check 2

N

3 done
check 4
2 done
check 1
check 5
0 done

N

edgeTo[]

Vi WN =

VI WN =

w nNO N nNo N onN

wWwNON

WwNON




Depth-first search (pathfinding)

public class DepthFirstPaths
{
private boolean[] marked;
private int[] edgeTo;
private final int s;

public DepthFirstPaths (Graph G, int
{
marked = new boolean[G.V()];
edgeTo = new int[G.V ()],
this.s = s;
dfs (G, s);
}
private void dfs(Graph G, int v)
{
marked[v] = true;
for (int w : G.adj(v))
if ('marked|[w])
{
edgeTo[w] = v;
dfs (G, w);

public boolean hasPathTo (int v)

A

s)

A

A

public Iterable<Integer> pathTo(int v)

parent-link representation
of DFS tree

set parent link

ahead
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Depth-first search (pathfinding trace)

tinyCG. txt standard drawing
\/\**‘6
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2 4

23

12 drawing with both edges
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34

35

02

215

Z ~[0-2]

adjacency lists

~o {134
~B {42

vn A W N = O

/|
E

edgeTo[]
dfs(0) ((%} 0
dfs(2)
check 0 Q

dfs(1)
check 0 12
check 2 2.0
1 done
dfs(3)
1 2
2.0
312
dfs(5)
check 3 12
check 0 2.0
5 done 312
513
dfs(4)
check 3 0 a 102
check 2 2.0
4 done G / Z §
check 2 e e 513
3 done
check 4
2 done
check 1
check 5
0 done
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Depth-first search (pathfinding iterator)

edgeTo[] is a parent-link representation of a tree rooted aft s.

@ e edgeTo[] 0

v A WIN R
w w N ON

O N WU x
O N W WUV |T

public boolean hasPathTo (int v)
{ return marked[v]; }

public Iterable<Integer> pathTo(int v)

{
if ('hasPathTo(v)) return null;
Stack<Integer> path = new Stack<Integer>() ;
for (int x = v; x !'= s; x = edgeTo[x])

path.push (x) ;

path.push(s) ;
return path;




Depth-first search summary

Enables direct solution of simple graph problems.
v ¢ Does there exists a path between s and ¢ ?
V' ¢ Find path between s and +.

Connected components (stay tuned).

Euler tour (see book).

Cycle detection (see book).

Bipartiteness checking (see book).

Basis for solving more difficult graph problems.
 Biconnected components (beyond scope).
* Planarity testing (beyond scope).

49



» breadth-first search
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Breadth-first search

Depth-first search. Put unvisited vertices on a stack.
Breadth-first search. Put unvisited vertices on a queue.

Shortest path. Find path from s to ¢ that uses fewest number of edges.

BFS (from source vertex s) \\MC i\
Put s onto a FIFO queue, and mark s as visited.
Repeat until the queue is empty:

- remove the least recently added vertex v \[v//i\
- add each of v's unvisited neighbors to the queue,

and mark them as visited.

Intuition. BFS examines vertices in increasing distance from s.
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Breadth-first search (pathfinding)
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Breadth-first search properties

Proposition. BFS computes shortest path (number of edges) from s
in a connected graph in time proportional o E + V.

Pf.
e Correctness: queue always consists of zero or more vertices of distance &

from s, followed by zero or more vertices of distance & + 1.

* Running time: each vertex connected to s is visited once.

standard drawing dist=0 dist =1 dist = 2
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Breadth-first search application: routing

Fewest number of hops in a communication network.

TAM
v Gwe ANL

D) Y @ T

s —Fo—Crars
ILLINOIS

SCOTT 'ELVO‘R O
N's
DCEC ' L NOR
SDAC A
“IT.E '

LY vt )
PENTAGON O
GUNTER LONDON

v SATELLITE CIRCUIT
QO P

O ne

& PLURIBUS 1MP
(NOTE THIS MAP DOES NOT SHOW ARPA'S EXPERIMENTAL
SATELLITE CONNECTIONS)

NAMES SHOWN ARE 1MP NAMCS, NOT (NECESSARILY) HOST NAMES

ARPANET, July 1977
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Breadth-first search application: Kevin Bacon numbers

Kevin Bacon numbers.

ano The Oracle of Bacon

l “ » [ EA) | =< l 4+ L8 | € rep e 0r sl eofbaten 00g/ Cg-Bis Imeviel nki game = O&Nrsiname = Kevie « Saco ©

o O N Q-

[ The Curmis | woe of Mugic  COS 126 FOR  ACM Awands  Wang 514 NoClachy | Memepage  Stecks  COSIZEFOT  TPM  RSS (1742)v  Eschaten

THE ORACLE

OF BACON

Help

Credits

How it Works
Contact Us
Other games »

Buzz Mauro

Sweet Dreams (2005) ]
Tatana Ramirez

Interior de un silencio, E1 (2005) |

Andres Suarez
Carlita's Secret (2004) |

Paula Lemes (I)

Frost/Nixon (2008)

Kevin Bacon

ind bnic More options >>

http://oracleofbacon.org

i ;g geai300 XIS
<=
DEy

Endless Games board game

PN

peg

Uma Thurman
acted in

Be Cool (2005)

with 1

Scott Adsit
who acted in

The Informant! (2009) >
with

Matt Damon

SixDegrees iPhone App
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Kevin Bacon graph

 Include a vertex for each performer and for each movie.
 Connect a movie to all performers that appear in that movie.
» Compute shortest path from s = Kevin Bacon.

. Patrick Dial M Grace
— Caligola Allen for Murder Kelly
\ / /
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a Thief oon
John
Gielgud / \
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An American John Animal
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/l Vernon / \ \N | ~» 7

\ yd

__|Joe Versus
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7 TN
movie l \w“1d
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[

\ 7N
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7
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Mind
Tr7 I \

56



Breadth-first search application: Erdos numbers
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» connected components
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Connectivity queries
Def. Vertices v and w are connected if there is a path between them.

Goal. Preprocess graph to answer queries: is v connected to w ?
In constant time.

public class CC

CC (Graph G) find connected components in G

boolean connected(int v, int w) are v and w connected?
int count() number of connected components

int id(int wv) component identifier for v

Union-Find? Not quite.
Depth-first search. Yes. [next few slides]
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Connected components

The relation "is connected to" is an equivalence relation:

e Reflexive: vis connected to v.

e Symmetric: if vis connected to w, then w is connected to v.

 Transitive: if v connected to w and w connected to x, then v connected to x.

Def. A connected component is a maximal set of connected vertices.

W 0 J o BT d WN K O

=
o

3 connected components

R
N R

Remark. Given connected components, can answer queries in constant time.

id[v]

o

N NMDMNMDNRPRPPRPOOOOOOo
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Connected components

Def. A connected component is a maximal set of connected vertices.
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Connected components

Goal. Partition vertices into connected components.

Connected components

Initialize all vertices v as unmarked.

For each unmarked vertex v, run DFS to identify all
vertices discovered as part of the same component.

o P OO

o R

tinyG. txt

UT O NOLOPRPRPROuUTOoD ©O M~ O
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Finding connected components with DFS

public class CC

{
private boolean marked[];
private int[] id;
private int count;

public CC(Graph G)
{
marked = new boolean[G.V()];
id = new int[G.V()];
for (int v = 0; v < G.V(); v++)
{
if ('marked|[v])
{
dfs (G, v);

A

A

A

count++;

public int count ()
public int id(int v)
private void dfs(Graph G, int v)

A

id[v] = id of component containing v

number of components

run DFS from one vertex in
each component

see next slide
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Finding connected components with DFS (continued)

public int count()
{ return count; }

public int id(int v)
{ return id[v]; }

private void dfs(Graph G, int v)
{
marked[v] = true;
id[v] = count;
for (int w : G.adj(v))
if ('marked[w])
dfs (G, w);

number of components

id of component containing v

all vertices discovered in
same call of dfs have same id
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Finding connected components with DFS (trace)

count marked[] id[]

0123 45¢6 7 8 9101112 0123456 7 8 9101112

dfs(0) O T 0
dfs(6) o T T 0 0
check 0
dfs(4) O T T T 0 0O O
dfs(5) o T TTT 0 000
dfs(3) o T TTTT 0 00O00O
check 5
check 4 0
3 done
check 4 Q e e
check 0
5 done 9 9 @
check 6 e’e @\@
check 3
4 done
6 done
dfs(2) O T TTTTT 0O 000O0O
check 0
2 done
dfs(1) O TTTTTTT 0000O0O0O
check 0
1 done
check 5

0 done
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Finding connected components with DFS (trace)

0 done
dfs(7)
dfs(8)
check 7
8 done
7 done
dfs(9)
dfs(11)
check 9
dfs(12)
check 11
check 9
12 done
11 done
dfs(10)
check 9
10 done
check 12
9 done

count

marked[]

id[]

=

4 56 7 8 9101112

TTTT 0
TTTTT 0
TTTTTT 0
TTTTTT T 0
TTTTTT TT 0
TTTTTTTTT 0
N 0] Y0
(D))
(3) (919

o
o
o
o
o

o
o
o
o
o

(@]
o
o
o
o

(@]
o
(]
(@]
o

56 7 8 9101112

o o
=

oo
el
|_l
N

00112222

66



Connected components application: study spread of STDs

1o
a oy
| W, SO T /
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I & DMale
-— Female

Relationship graph at "Jefferson High"

Peter Bearman, James Moody, and Katherine Stovel. Chains of affection: The structure of
adolescent romantic and sexual networks. American Journal of Sociology, 110(1): 44-99, 2004.
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Connected components application: particle detection

Particle detection. Given grayscale image of particles, identify "blobs."
* Vertex: pixel.

e Edge: between two adjacent pixels with grayscale value = 70.

* Blob: connected component of 20-30 pixels. N\ black = 0
white = 255

4

Particle tracking. Track moving particles over time.
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» challenges
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Graph-processing challenge 1

Problem. Is a graph bipartite?

How difficult? oo
* Any COS 126 student could do it.
* Need to be a typical diligent COS 226 student. >

Hire an expert.

Intractable.

No one knows.

Impossible.

= D DNV R OO OO
o U1 d W Wo LN K»

& d DNV R OO OO

o U1 & W Wo 1D K



Bipartiteness application
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Relationship graph at "Jefferson High"

Peter Bearman, James Moody, and Katherine Stovel. Chains of affection: The structure of

adolescent romantic and sexual networks. American Journal of Sociology, 110(1): 44-99, 2004.
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Graph-processing challenge 2

Problem. Find a cycle.

How difficult?

Any COS 126 student could do it.

Need to be a typical diligent COS 226 student.
Hire an expert.

Intractable.

No one knows.

Impossible.

= D DNV R OO OO
|
o U1 d W Wo LN K»
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Graph-processing challenge 3

Problem. Find a cycle that uses every edge.
Assumption. Need to use each edge exactly once.

How difficult?

* Any COS 126 student could do it.

Need to be a typical diligent COS 226 student.
Hire an expert. Y=smem ER == ==l

Intractable.

No one knows.

Impossible.

= b W dDNDMNPREP OO OO
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Bridges of Kénigsberg
The Seven Bridges of Konigsberg. [Leonhard Euler 1736]

“...in Konigsberg in Prussia, there is an island A, called the
Kneiphof; the river which surrounds it is divided into two branches ...
and these branches are crossed by seven bridges. Concerning these
bridges, it was asked whether anyone could arrange a route in such a

way that he could cross each bridge once and only once.”

Euler tour. Is there a (general) cycle that uses each edge exactly once?
Answer. Yes iff connected and all vertices have even degree.
To find path. DFS-based algorithm (see textbook).

74



Graph-processing challenge 4

Problem. Find a cycle that visits every vertex.
Assumption. Need to visit each vertex exactly once.

How difficult?

* Any COS 126 student could do it.

Need to be a typical diligent COS 226 student.
Hire an expert. 0-5-3-4-6-2-1-0

Intractable.

No one knows.

Impossible.

= b W W hbDNPRKPLr OO OO
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Graph-processing challenge 5

Problem. Are two graphs identical except for vertex names?

How difficult?
* Any COS 126 student could do it.

Hire an expert.

Intractable.

No one knows.

Impossible.

Need to be a typical diligent COS 226 student.

04,

13, 2<2,

3<6, 4<>5, 5«0,

b W Ww o O o o
1 |
o U1 1 & O TN B

| [
O B b O1bd O O

ug W NhDNPRFPrBRPLR OOOo
1 1

i
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Graph-processing challenge 6

Problem. Lay out a graph in the plane without crossing edges?

How difficult?

Any COS 126 student could do it.

Need to be a typical diligent COS 226 student.
Hire an expert.

Intractable.

No one knows.

Impossible.

b W Ww o O o o
1 |
o U1 1 & O TN B
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