



Using C Idioms
Use C idioms

- Example: Set each array element to 1.0 .
- Bad code (complex for no obvious gain)

| $\begin{array}{l}i=0 ; \\ \text { while }(i<=n-1) \\ \quad \\ \quad \operatorname{rrray}[i++]=1.0 ;\end{array}$ |
| :--- |
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Revealing Structure: Expressions


$$
\text { if }((j<n) \& \&(n<k))
$$

Its clearer depending on whether your audience can be
trustea to know the precedencne o fal the C operators.
Use your judgment on this!



Revealing Structure: Spacing


Revealing Structure: "Paragraphs"


## Revealing Structure: Indentation




## Revealing Structure: "Paragraphs"

-se blank lines to divide the code into key parts



Composing Comments





$$
\begin{aligned}
& \text { Functionality (derived from King Section 15.3) } \\
& \text { - Input: ASCII text, with arbitrary spaces and newlines }
\end{aligned}
$$

$$
\begin{aligned}
& \text { - Input: ASCII text, with arbitrary spaces and ne } \\
& \text { - Output: the same text, left and right justified } \\
& \text { - Fit as manv words as nossible peach } 50 \text { - }
\end{aligned}
$$

Output: the same text, left and right justified - Fit as many words as possible on each 50 -character line

- Add even spacing between words to right justify the text - No need to right justify last line
Assumptions
white-space char or end-of-file
No word is longer than 20 chars

(13)

> Caveats concerning the following presentation - Function comments and some blank lines are omitted - Because of space constraints - Don't do that!!! - Design sequence is idealized - In reality, typically much backtracking would occur




The main() Function









## Aside: Least-Risk Design

> Recommendation - Work mostly top-down - But give high priority to ri - Create scaffolds and stub

- But give high priority to risky modules


## Are we there yet?


əృеnbәр $\forall$







| Agenda |
| :--- |
| (1) Understand error messages <br> (2) Think before writing <br> (3) Look for familiar bugs <br> (4) Divide and conquer <br> (5) Add more internal tests <br> (6) Display output <br> (7) Use a debugger <br> (8) Focus on recent changes |







Look for Common Bugs
Some of our favorites:
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